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Aim
Our aim is to develop a unified model in CSP [1] for generic workflow 
specification, refinement and verification 

Future Work
• Examine other choreography description languages 
• Develop a unified model for orchestration and choreography
• Extend our model to reason about exception and compensation
• Extend our model to reason about security and mobility
• Extend our model to reason about dataflow properties
• Develop a unified model for business and scientific workflows

Milestones
• formalised van der Aalst's twenty control-flow patterns [2] 
• applied our formalism to model some business processes defined in BPEL
• formally verified these models against abstract properties [4] 
• extended our CSP models to formalise workflow choreography
• examined a real-life case-study (airline ticket reservation) in WSCI [3]

START = 
    start → (init.fault → SKIP 
                   □  (init.request → (init.fault → SKIP □  init.end → SKIP)))
REQUEST = XSP'(request,{approve,assess}) 
ASSESS = XSP'(assess,{approve,accept}) 
MESSAGE = SP'(accept,reply) FAULT = SP'(fault,errors)
APPROVE = SP'(approve,reply) REPLY = SP'(reply,end)   
END = init.end → done → SKIP 
             □ init.fault → init.error → cancel → SKIP

MODEL = 
  let
    LOAN = (REQUEST |[ {init.assess} ]| ASSESS )
                   |[ {init.accept,init.approve} ]|
                    ((MESSAGE □ APPROVE) |[ {init.reply} ]| REPLY)
  within
     (START |[ {init.request,init.fault,init.end} ]| ((LOAN ∆ (FAULT □ done → SKIP )) 
     |[ {init.end,init.fault,init.errors,done} ]|  END)) ; MODEL
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models

SPEC = 
  let
    CANCEL = cancel → SKIP
    HIGH = init.approve → REPLY
                  ┌┐ CANCEL
    LOW = init.assess → (HIGH ┌┐ CONF) 
                 ┌┐ CANCEL
    CONF = init.accept → REPLY
                   ┌┐ CANCEL
    REPLY = init.reply → (END ┌┐ CANCEL) 
                    ┌┐ CANCEL
    END = done → SKIP
  within
     start → (HIGH ┌┐ LOW) ; SPEC

SP(a,b) = init.a → work.a → init.b → SKIP
XSP(a,X) = init.a → work.a → ┌┐ b : X • init.b → SKIP

SEQ'(a,b) =  SP'(a,b) |[ {init.b} ]| SP'(b,acts)
XOR'(a,{b,c}) = XSP'(a,{b,c}) |[ {init.b,init.c} ]| 
                           (SP'(b,acts) □ SP'(c,acts))

XOR'(a,{b,c}) SEQ'(a,b)
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